How Many Individuals to Use in a QA Task with Fixed Total Effort?
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ABSTRACT
Increasing the number of persons working on quality assurance (QA) tasks, e.g., reviews and testing, increases the number of defects detected – but it also increases the total effort unless effort is controlled with fixed effort budgets. Our research investigates how QA tasks should be configured regarding two parameters, i.e., time and number of people. We define an optimization problem to answer this question. As a core element of the optimization problem we discuss and describe how defect detection probability should be modeled as a function of time. We apply the formulas used in the definition of the optimization problem to empirical defect data of an experiment previously conducted with university students. The results show that the optimal choice of the number of persons depends on the actual defect detection probabilities of the individual defects over time, but also on the size of the effort budget. Future work will focus on generalizing the optimization problem to a larger set of parameters, including not only task time and number of persons but also experience and knowledge of the personnel involved, and methods and tools applied when performing a QA task.
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General Terms
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1. INTRODUCTION
Given enough eyeballs, all bugs are shallow, is known as the Linus Law stated by Linus Torvalds [1]. The statement claims that if we increase the number of people performing quality assurance (QA) tasks we find an increasing number of bugs and if we have the possibility to add people endlessly finally all bugs will be found. Whether this statement is completely true is debatable. However, it illustrates the fact that using a larger group of people in a QA task increases the number of defects found in comparison with a smaller group. For example, data by Jones [2] indicates that beta-testing is the most effective QA measure when a high number of sites is available (>1000). Furthermore, research shows that having large groups can be beneficial, e.g. in data of [3] from software inspections, we can see that the number of defects found increases when adding more inspectors even after 20 people. We witnessed in our previous research a similar pattern with manual software testing [4].

However, the problem with using large groups in QA tasks is the increasing personnel cost, but one can control this problem by limiting the effort budgets for QA tasks. The question to be answered when doing this how to divide the effort. For example, assume we have an effort budget of 10 person-hours for doing a software review. Then how many people should we use? Should we have one person working for ten hours or ten persons working one hour? Questions of this nature have received limited attention in the prior research on software testing and reviews, which focused more on the different techniques and tools to use.

In this paper, we continue our previous work [4] on understanding how many individuals to use in a QA task when having a fixed effort budget. In this paper, a QA task is any task where the primary goal is to find faults in a product under scrutiny. Section 2 presents the relevant prior work. Then, in Section 3, we discuss implications and present extension based on prior work. Section 4 models defect detection as a function of time, by first formulating defect detection with fixed effort budget as an optimization problem, and then applying this optimization problem to experimental data. Finally, Section 5 discusses the results and possible future work. Section 6 presents conclusions.

2. PRIOR WORK
In prior work, Biffl et al. describe how inspection team performance can be statistically estimated from individual inspector performances [3, 5]. For example, assume we have performed an experiment A with 40 participants and 10 of them found a particular defect d′. Then the detection probability for this defect is 0.25 on average for a single individual picked randomly from that population. Furthermore, if we pick two individuals then what follows from is that the detection probability for the particular defect is 0.4375 = 1 − (1 − 0.25)2. We can also pick individuals from populations using different techniques and combine results as originally suggested by Biffl et al. This idea can be extended to other populations as well, e.g., ones having different time budgets, or having different experience. In Section 4 of this paper we discuss the case of fixed time budgets. To illustrate the case of using different techniques, let us assume we perform an experiment B with 40 participants – but using a different technique than in experiment A – and this time 20 individuals find defect d′ suggesting an average detection probability of 0.5. Then, from this we can calculate the detection probability of a group consisting of one inspector from each population A and B as 0.625 = 1 − (1 − 0.25)2 + (1 − 0.5)2. In more formal terms, the probability P(d) that a group of size n finds a given defect d is calculated as follows:

\[ P(d) = 1 - \prod_{i=1}^{n_{\text{ps}}} (1 - p_{\text{ps}})^{n_{\text{ps}}} \]
In the formula above, \( P_{\text{ps}} \) is the number of all populations from which group members are picked, \( ps \) is the index of a specific population, \( n_{ps} \) is the number of group members picked from the population with index \( ps \), and \( p_{d} \) is the average defect detection probability for defect \( d \) of group members picked from the population with index \( ps \). Note that the sum over all \( n_{ps} \) equals \( n \). In this paper, the binomial distribution is used to approximate the hypergeometric distribution when sampling from two populations. In more complex settings, the multinomial distribution could be used to approximate the multivariate hypergeometric distribution (assuming large sized populations).

The expected total number of defects detected can be calculated by summing up the defect detection probabilities of each defect. For example, assume that from the population \( A \), 20 individuals found another defect called \( d_2 \). Then for a single individual picked out of population \( A \) the expected performance is to find 0.75 defects (0.25 \( d_1 \) + 0.5 \( d_2 \)) and for groups of two individuals we expect them to find 1.1875 defects, calculated as the sum of 0.4375 = 1 – \((1−0.25)^2\) and 0.755 = 1 – \((1−0.5)^2\). Again, in more formal terms, for a given number of existing defects \( D \), the expected number of detected defects \( E := \text{Exp} (D) \) can be calculated according to [3, 5] as follows:

\[
(2) \quad E = \sum_{d \in D} P(d)
\]
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Based on the graph we can now answer questions like the following: How many defects, on average, would 2 individuals find, if they both used half of the given time $2 \times \frac{t}{2}$? Depending on the graph, the performance of the two individuals using 50% of the time could be worse or better than that of one individual using 100% of the time. In the illustrated case, considering only the two depicted defects, a single individual finds on average 1.21 of those defects when $t=100$ min. Two individuals using $2 \times \frac{t}{2}$, i.e., 50 min each, would find 1.35 defects.

4.1 Formalization in mathematical terms

If $n$ is the number of individuals working independently on a QA task and $t$ is the time used by each individual to perform the QA task, then we can formulate an optimization problem that aims at finding the largest defect detection effectiveness, expressed in terms of the expected number of defects $E(n, t)$ found by all individuals $n$ in time $t$ with fixed effort budget $t + n = c$, where $c$ is a constant, as follows:

$$ E(n, t) = \sum_{d \in \{1, \ldots, D\}} (1 - p(d, t))^n \rightarrow \max $$

with:

- $n \in \{1, \ldots, N\}$, with $N$ maximum number of individuals,
- $d \in \{0, \ldots, D\}$, with $T$ maximum duration of QA task,
- $p(d, t) \in [0,1]$, average probability of detecting defect $d$ at time $t$ by any individual,
- $t + n = c$ with $c$ is a constant effort budget

Since the probability $p(d,t)$ that a defect $d$ is found by an individual within a time period of length $t$ is a continuous function over time which we cannot derive analytically from a corresponding mathematical formula, we must base the calculations of optimality on empirical data, similar to that shown in Figure 1.

4.2 Application using empirical data

To illustrate our idea, we use a data-set from a previous experiment [7] were inspection techniques, time-controlled reading and usage-based reading, were studied in an experiment involving 19 students who detected in total 31 defects. In that study, no statistically significant differences between the compared techniques were found. Therefore, for our study, we pooled the data and treated it as one data set. It was important for our study that the original experiment recorded the exact time in minutes when each defect was found by each individual. This allowed us to construct figures like Figure 1 and applying the formulas presented in Section 0.

In the original experiment, the time was split into preparation time (40 min used in average) and inspection time (125 min used in average). During the preparation time, the students were instructed to do an overview reading of the inspected document, but also to read instructions on the inspection techniques that were tested. This preparation time would be shorter in the industrial context when inspectors would already be trained in a given technique and familiar with the product. Thus, the long preparation time in the student case represents a situation when beginners come to inspect a product they know nothing about. Since we do not know the values for more realistic preparation time we present the following extremes cases: case 1 where only the inspection time is considered, and case 2 where the preparation time is added on top of the inspection time. The maximum inspection time used by an inspector was 125 minutes and the maximum inspection + preparation time was 165 minutes.

We used the maximum inspection times of each case as our base values for the fixed effort budgets, i.e., 125 min for case 1, and 165 min for case 2. Table 1 and Figure 2 show the number of expected defects $E(n,t)$ for case 1. From the table, we can see that for case 1 the optimal configuration is to use 2 inspectors who split the time budget of 125 min. Choosing 3 or more inspectors results in declining performance. When we use the multiples of the base time budget of 125 min, as shown in Figure 2, we can see that in all cases the optimal number of inspectors is $n+1$ when $n$ is the minimum number of inspectors that could be used to consume the effort budget. Also, with effort budgets from 250 min to 500 min, $n+2$ inspectors perform better than $n$ inspectors.

### Table 1. Defect detection effectiveness (= expected number of defects $E$)

<table>
<thead>
<tr>
<th>Case 1: fixed budget of 125 min (inspection time only)</th>
<th>Case 2: fixed budget of 165 min (inspection+preparation time)</th>
</tr>
</thead>
<tbody>
<tr>
<td>$n$</td>
<td>$t/n$ [min]</td>
</tr>
<tr>
<td>1</td>
<td>125</td>
</tr>
<tr>
<td>2</td>
<td>62</td>
</tr>
<tr>
<td>3</td>
<td>42</td>
</tr>
<tr>
<td>4</td>
<td>31</td>
</tr>
<tr>
<td>5</td>
<td>25</td>
</tr>
<tr>
<td>6</td>
<td>21</td>
</tr>
<tr>
<td>7</td>
<td>18</td>
</tr>
<tr>
<td>8</td>
<td>16</td>
</tr>
</tbody>
</table>

![Figure 2. Defect detection effectiveness with fixed budgets of 125, 250, 375, and 500 min (case 1: inspection time only).](image)

Table 1 and Figure 3 show the results for case 2 where both preparation and inspection times are taken under consideration. The table shows how using a single individual is superior when the preparation time is accounted for and having the smallest time budget of 165 minutes. However, from Figure 3, we can see that using the smallest possible number of inspectors is not beneficial for the time budgets of 495 minutes and 660 minutes and in such cases it would be the best to use $n+1$ inspectors when $n$ is the minimum number of inspectors that could be used to fill the time budget.
Furthermore, we aim to generalize the optimization problem to help design QA processes with stages. For example, would it be beneficial to first have one fast reader to find the easy defects, and then have a pair of thorough readers to dig out the defects that are more difficult to find? Such generalization would require that the defect detection rate of a subsequent task depend (partly) on the defect detection effectiveness of the predecessor task. This line of work could lead to giving practical recommendations for designing industry QA-processes based on solid empirical research.

6. CONCLUSION

In this paper we have made three contributions. First, we have described how defect detection probability should be understood as a function of time. Furthermore, we have formulated it as an optimization problem and showed the results of using the formulas on previously collected empirical data set of [7]. Second, based on this we have shown numerous avenues for future work in Section 5. Third, we showed that using number of defects detected per individual and statistical tests relying on such numbers, e.g. t-test, should not be used to reason between different techniques in group settings. This is because defect detection probabilities of individual defects are needed to study group performance. It is still correct to use the number of defects detected per individual if one is only interested in the performance difference between singles. However, we believe this is actually rarely the case as software development and QA are often collaborative activities.
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